Building D3js visualizations in react components

# Installation and configuration setup (10 min)

## Getting the TD1 tutorial

Clone: <https://github.com/nicolasmedoc/Tuto3-> D3js-React

## Development environment

Install Node.js: <https://nodejs.org/en/download/package-manager>

* Choose your preferred installation mode for your OS
* For windows without admin rights:
  + <https://nodejs.org/dist/v20.17.0/node-v20.17.0-win-x64.zip>
  + Declare the extracted folder in PATH environment variable

Test the installed version in a terminal:

node -v # should print `v20.17.0`

npm -v # should print `v10.8.2`

IDE:

* VS Code : <https://code.visualstudio.com/>
* Or your preferred javascript IDE

Install project dependencies with npm, the package manager system for javascript embedded in Node.js. All dependencies are declared at the root of the project in the file package.json. After having installed Node.js open a terminal and call:

npm install # from your project folder

Ignore the warnings, don’t try to fix vulnerabilities issues

## Understanding the project structure

Open the project in VS code or your preferred IDE:

* File>Open Folder and choose Tuto-D3js-React

Take a look at:

* public/index.html (do not change): the web page with a <div> element in which React will inject html.

...

<body>

<div id="root"></div>

</body>

...

* src/index.js (do not change): render the main React javascript code that produces html in the root <div>

// import dependencies

...

const root = createRoot(document.getElementById("root"));

root.render(

<StrictMode>

<App />

</StrictMode>

);

...

* App.js + App.css: the main component from which you will develop your application.
* For a better readability of your code create one css per component.

import './App.css';

// here import other dependencies

// a component is a piece of code which render a part of the user interface

function App() {

return (

// JSX code:

// Combination of JavaScript code and HTML tags that describe what is displayed

)

}

## Run the React application:

Open a terminal and call:

npm start

or in VS code, open package.json and click on script: Debug button on top of “scripts”:
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In your browser, a web page will open on <http://localhost:3000/>

You will see “Hello world!”

## Some links to understand html, css and javascript:

* <https://www.w3schools.com/html/html_intro.asp>
* <https://www.w3schools.com/css/css_intro.asp>
* <https://www.w3schools.com/js/js_syntax.asp>
* <https://www.w3schools.com/js/js_datatypes.asp>
* <https://www.w3schools.com/js/js_function_closures.asp>

## Links with the doc of React

* <https://react.dev/learn>

# Visualize a randomly generated data in a matrix

The purpose of this tutorial will be to build a matrix visualization with generated data. You will progressively learn different notions used by react to build a web application.

## Create the page layout

We will create 2 containers:

* one with a control bar to configure the generation of the data, i.e. the number of rows and columns we want:  
  ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjkAAAAbCAYAAACeEJ55AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAmmSURBVHhe7Z3fS1vZFseX930efJFYLCHDBUtLKUgLjXAvXKF9y+BNdKAJLUjrS2VeHGlpTfugsaVUfRl8iqXQIQrTmhmaNwUvtJAIFkFKS4VyQ2gZgy8+3D/gzFr77PMrP1Wu1hO/Hzg9OXvvs89JyFp+91rrpG2lLyWDAAAAAABajDaD0a9PHHfv3tWvAPAXT5480a/AfoHdA78idl8ulymbzVKpVNKtQAgGgxSNRikQCOgWkxMrcsTR4Q8F8Cv4/h4MfG7Az8j3V/6Ynzlzhnp6enQrEDY2NujTp090+/Zt3WLyN70HAAAAwDFHIjgQONXIZ1IrugWRAwAAAICWpIHIKdBUWxu16S22WNbtmrUpu0+2qTWrLUYLX80hAIBD4n8fKVZpfy7KizG7z7JJs22KLfsoMP1H5X0BAMBR0kDkhGncMMgw8pTio2x8xCteLo9z3zZlBlOU53HjxAInnNSdfqdMCz/WEHYAHBe+O0tLYp9fMhTlw2TYK14C15ZM2x3M0LaxRH1vY9QZz+rew0YETi/50ht8XWDxiIUaaBHezVB7e7trm6F13XVS2Fu6aiLDYiZLidM1VoHnQxSSvYiegsgh/1NeHKHES30AwDGnZyHDC5Ek9f64wPK8ArZPedZARM/2gsiho0AWSObiyF/w4mY0QUclBQE4THaWblD7lU1Kf9il3V1z25rfpKvtN+jVn3rQsWGdZliEzbzTh/9H9liTE6L4rKwY2ZFOHk2w+9tRoGdxouigPgTg2NNH47LAeJmgEUQfD87aM0qwlzsqKQjAofHnKxq7laPkygsaOKXbmI7YNKX7c/S6sKNbWp+9Fx53xWlJHOnD3uZpHBXy1fUAtVaXFlYNz6Ku77HHeuuBardLVMlMK1njzPy/02bep3WOhKD5dRORVpjs5X/mKKaPAfAFl8dVpCYb72xeB+Oup2tiD97aHm8k19vXqP7GsVvLdxQm9Xn29c0x0u/Mq9NGrvt1X8OpMXL5Bff7sf0Qj+HXUw39Fs8RJsrPwvKB/9kpvKZcf5quX9QNNh008HyXXsQ69DHDguiGnc5yR3l26NVQO914OuPq96a7VLTI6ht6xWdo1JwzNPPU7LMiNOv62Nysa8l1rqrIb+qKM7bu3Ptk7yJHYEean6hRn+MhS4lZojmrXoBXl521HKk4LlXDw+M/95H8XI/xW5wCymGJ0JB6IF0TJHMooSNhcKkDIoou3OSjAMV/M8ww/GCGbl6WibltNkMZPn/pGs+mRIvMM0c02qROgB3h9HtrHgD8ReDanLKNyvocL0nqXdH21mTRIiKi8/cYbVt26IrkevtMG0yG6wmd6vRV+IGhfImJafPKG7BIG6E5nlPsXFLkLFL0/aprzJoLHnV9VWPE99S2Sn32+5nWvklST0sU+yL310erpxO0Ic11KC9O04byKQD4n9J/c0RngyxpmrFOM+eG6cKKTmmtXKDhc14hk3tE9JNKd21Ruj9FV5/q3ncz1H3rAi3rVNjy2WHqtvoUKdr8fkv1/Sxii8df/ZimLWv8/RwNZ2S8CK9lZf9Jvg9rbOO5987+RA4TfmA5n3qONEqZWRErTFec5kSAPFytHmvX8PD4Ice1iLNJ2oJFYAepQvFLtKqcV4D6/s0r1t9XlbOzsft5jrdEIZdQMR2jKYiMB/XcmHaK1r0D4DvkO67FSN0Iaorylg1Yi5ZKW1KYaVvblpVQsexH+rKUGnVsxRZYK/XlVX0cERRd2FaLE3kvofO8m8h7bfZlkYq8c2qM5MGHcVOcdIUqUk3sp57L/Zj3bs5bA17cjLBgm6vXD4Df8URrXJGRd28o5Y74XLyuhMwbV21MZP46XVKvOih4Vr1QrP8n5eojupRIU+TRG5dAitAPYZfMuvgz7T4f0MJrh0of1YuaNJ977+xb5ChHatfnrOq2+gRC+/vRouLnGmV/ynllqahFTOAfMYraooYd7ucxdtaWQyvTKoVMp8eEh3Q0SYWtGzw1Ifn482MU79LHAPgSa1Eg9TkiBxoT+nudCpSvxfqRj5p9WpS8L9YRV0cN+6lRiez0mmmsBo/OF54nqMcl2ADwO8HvI0QfS06K59QAvdBRka157tPslDaJ/himblsAddPwH0SbpWbJIVOk5G51O8Lp3DDlaJNK9YqaPUJrjF7r5moOMHcDDiByGLs+J0GJ97qtDuUiu8NB/QTWHlBO1xWVcYhSyBIgXX0UG8zS0lt2p2tFCg2FKXxF7meVCl9ZeIVcKz+5V1mBqpWiRKBqC53CStLlEDvV01USOm9WswDAscOuz0moEHAj1KJCP4HlgRcWPa6FhQfVVydqU2uub4VEi8X21WP2ktaa0h1uCrT6kN9LWOyet9PydJWZJmta2wTAMaUj/ANFWLz82uRppY7gBaJ+J4VkbZ6anZqYUZ3IvJmOcjZvobOb9QwLlfvL9rifXFEhL/ufuxEHEzmCDnVX43KMEgauCGs3I3BtzBQjo064XVZa2Ql3lMVKWT2jqWLIbL/cx+claXrUm6oqTFqixgmJ10JqBMwaINmsup/tBuktAI4vVvqomg3HPtemqPehN13sEKY+tm9vfU+ZFibN2ribKg3d6wgBqWerMddG0bJiXujw/WQ/6+iSGs97WVgcykJCHkDQ9y4LHf17QtXoNJy1qXH8Pr4YNI7aPOBXTg3Q9HyEUlcqHhdXtS45fcBc/Ccl3WJIR1v28ij3pX8lKXfrVzuFZBYKN/kdHiu6xNf55ZFqqcmB5q4HG3ZdeDUo/3mn3qIGG34F20ZmIsP/uiikmpyjaTgub7AYcfon8rrdxZeMwU7LSBX0McOiq2psfiJqRAeduVi4qPY7d+6ofW34ffE51lgAjhvy/VXfd8tGKMVWUwnbUYU9eG261jlevNfw2lt9/+C1X9uO3DY/mGHfwXt1f9XjPdflsfmK+85Vvg/tD6y2VEF8E9u+p62Z3TNqngZ+C4BviHx/Zdvd3d3b9iFtRFw2IFtypfGYyPyW7tsy0v3u411j+T6Pub9sH2/NR1xzR4z0B/ecrmO7TY/tTxvLci7vt3S/mtt1/bpzN9hq2Tf+F3IAfAi+vwcDnxvwM/L9Fe7du6f2wMvjx4+r7Pvg6SoAAAAAgGMMRA4AAAAAWhKIHAAAAAC0JBA5AAAAgE8IBoO0sdHo97tPJvKZyGdTyYktPBasIi4A/AaKZw8O7B74FbH7crlM2WyWSqWSbgWCCJxoNEqBgPcHa060yAEAAABA64J0FQAAAABaEogcAAAAALQkEDkAAAAAaEkgcgAAAADQghD9BSZ03XJ9oC3iAAAAAElFTkSuQmCC)
* one with the matrix visualization in SVG:

![A black circle with white background

Description automatically generated](data:image/png;base64,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)

In App.js, we will replace “Hello world!” by two containers with <div> element:

function App() {  
 return (  
 <div className="App">  
 <div id="control-bar-container">  
 Control Bar  
 </div>  
 <div id="view-container">  
 View  
 </div>  
 </div>  
 );  
}

In App.css, define the height for the two containers. We divide the height in two area, 10% for the control bar and 80% for the visualization.

#control-bar-container{

height: 10%;

}

#view-container{

height: 80%;

}

At this stage, you will not have the right division of space because the parent <div> of the control bar and the view containers does not declare a height. The height percentage of the two children cannot be calculated, so you need to declare a height (100%) in the class App in App.css:

.App {  
 text-align: center;  
 height:100%  
}

Now in your browser you should see the two areas with the corresponding texts: “control bar” and “view” with the correct partition of the height.

Click right on the “Control bar” text and choose inspect in the contextualized menu to inspect the generated html elements.

## Create a component that creates a SVG that will contain the matrix visualization.

Create the folder src/components which will contain all your components.

Create the folder src/components/matrix for the matrix component

Create the two files Matrix.js and Matrix.css

In Matrix.js create the component template and return an empty <svg>

import './Matrix.css'  
  
function Matrix(){  
 return(  
 <svg width="100%" height="100%" >  
  
 </svg>  
 )  
}  
  
export default Matrix;

Call the component in App.js:

...

import Matrix from './components/matrix/Matrix'

...

<div id="view-container">  
 <Matrix/>  
</div>

...

In the browser, inspect the html to see the generated <svg> element.

In the SVG, we will add 4 rows of 4 circles of 34 px of diameter.

We first declare a function renderMatrix() in Matrix.js:

...

function Matrix(){  
 const renderMatrix = function(){  
 const nbRows= 4;  
 const nbColumns = 4;  
 const cellSize= 34;  
 const radius = cellSize / 2;  
 const cells=[];  
 for (let rowPos=0; rowPos<nbRows; rowPos++){  
 for(let colPos = 0; colPos<nbColumns; colPos++){  
 cells.push(<circle r={radius} cx={colPos\*cellSize + radius} cy={rowPos\*cellSize + radius}/>)  
 }  
 }  
 return cells;  
 }

return(  
 <svg width="100%" height="100%" >  
 {renderMatrix()}  
 </svg>  
 )  
}  
...

**Note:** in the html code of the return(...) we can insert javascript code between {} to generate html code. Here we call a function which returns a list of circles. Based on this list, React will generate multiple <circle> elements in the resulting html (see in your browser with inspect).

It is preferable to wrap the shapes in <g> (groups in SVG) so that you can group multiple shapes at a same position and apply geometrical or colour transformations to all members of the group.

To do so, we will create in Matrix.js a new component (Cell) to draw the <circle> wrapped in a <g> element. We will introduce here the notion of component properties that declare any data to be passed from the parent component to the child components. Two properties will be declared in the Cell component: rowPos and colPos.

function Cell({rowPos,colPos}){  
 const cellSize= 34;  
 const radius = cellSize / 2;  
 const transformStr="translate("+(colPos\*cellSize + radius)+", "+(rowPos\*cellSize + radius)+")"  
 return(  
 <g transform={transformStr}>  
 <circle r={radius}/>  
 </g>  
 )  
}

As you can see in the code, instead of changing the position of the circles, we apply a translation on the <g> element. So the relative positions of circles to <g> is 0.

And the renderMatrix is simplified by calling the new Cell component:

const renderMatrix = function(){  
 const nbRows= 4;  
 const nbColumns = 4;  
 const cells=[];  
 for (let rowPos=0; rowPos<nbRows; rowPos++){  
 for(let colPos = 0; colPos<nbColumns; colPos++){  
 cells.push(<Cell key={(rowPos\*colPos)} rowPos={rowPos} colPos={colPos}/>);  
 }  
 }  
 return cells;  
}

**Note:** we added a ‘key’ property in the Cell component. This property must be unique in the list and is used by React to differentiate the cell components of the list. This allows to optimize the rendering by evaluating which components have been removed, added or updated.

Now we have a better separation of responsibilities between the Matrix component which builds the cell components with the rows and columns positions, and the Cell component which computes the individual coordinates x and y in the 2D space.

## Use generated data and bind it to the React components

In src/utils/helper.js, you will find a function named genGridData, that generates a list of objects that will be visually represented in the matrix cells. The generated objects have the following attributes:

{index:integer, rowPos:integer, colPos:integer, nbProductSold:integer, salesGrowth:float, rowLabel:string, colLabel:string}

The index is the position of the object in the list, the rowPos and colPos are respectively the positions of the cell in rows and columns. The rows represent the companies selling their products in different countries in columns. The value nbProductSold is the number of products sold by each company in each country and the salesGrowth is the sales growth of the previous year of each company in each country.

We will first generate a 4x4 matrix dataset in App.js component. We import the function and call it in the App component function:

import {genGridData} from "./utils/helper";

...

function App() {

const nbRows=4, nbCols=4;

const initGenData = genGridData(nbRows,nbCols);

return (

...

)

React provides a Hook named useState that maintains the state of a piece of data and notifies all dependent components to be refreshed when updated.

We first import the React hook function useState and then we store the dataset in a state object:

import {useState} from 'react'

...

function App() {  
 ...  
 const initGenData = genGridData(nbRows,nbCols);  
 const [genData,setGenData] = useState(initGenData)

...

}

useState returns two objects: one containing the stored data (genData), and one containing a setter method (setGenData) to update the data in the store. When the setter method is called, the React life cycle notifies automatically all the components using genData (declared in their properties) to be informed the data has changed and they need to render themself again.

In our example we pass the data through a property of the Matrix component ({matrixData} in parameter) and use it to render the cells in renderMatrix:

...

function Matrix({matrixData}){  
 const renderMatrix = function(){  
 return matrixData.map(cellData=>{  
 return <Cell key={cellData.index} rowPos={cellData.rowPos} colPos={cellData.colPos}/>  
 })  
 }

...

In the return of App function in App.js, add the property matrixData={genData} to declare the stored genData state as a property of the Matrix component:

...

<div id="view-container">  
 <Matrix matrixData={genData}/>  
</div>

...

## Control the data generation (nbRows x nbColumns) in the control panel

See the component ControlBar rendering the following form:

<form onSubmit={handleOnSubmit}>  
 <label>  
 Nb rows  
 <input name="nbRows" defaultValue = "4"/>  
 </label>  
  
 <label>  
 Nb columns  
 <input name="nbCols" defaultValue = "4"/>  
 </label>  
 <button type="submit">Generate</button>  
</form>

**Exercice1:** Call it in the App Component in the <div id=”control-bar-container”>

**Sharing data from child to parent component:**

The App component is responsible to generate the data and send it to the Matrix component (a child component) through a property. We want now to communicate the configuration data from the ControlBar component to its parent (App.js) to generate a new matrix data. To do so, we transmit a function in ControlBar property which will take the new configuration data as parameter and generate a new matrix data. Saving the state of the configuration data in the parent component is a good approach to display it or to send this data to other child components of the application. Let’s do it in exercice2.

**Exercice2:**

* Add a new state in App to store {nbRows:4, nbCols:4} in an object named genConfig with a setter method named setGenConfig.

We will create a function updateGenConfigAndGenerate to update the store that will be used by ControlBar to update the new created state:

function App() {

  const [genConfig,setGenConfig] = useState({nbRows:4,nbCols:4});

  const initGenData = genGridData(genConfig.nbRows,genConfig.nbCols);

  const [genData,setGenData] = useState(initGenData);

const updateGenConfigAndGenerate = function(newGenConfig){

setGenConfig(newGenConfig);

setGenData(genGridData(newGenConfig.nbRows,newGenConfig.nbCols))

}

...

Add a property to send it to the ControlBar component:

function ControlBar({genConfig,onSubmitGenAction}){

Call it in handleOnSubmit function of ControlBar:

const handleOnSubmit = function(event){  
 // Prevent the browser from reloading the page  
 event.preventDefault();  
  
 // // Read the form data  
 const form = event.target;  
 const formData = new FormData(form);  
 const formJSON = *Object*.fromEntries(formData.entries());  
 formJSON.nbRows = parseInt(formJSON.nbRows);  
 formJSON.nbCols = parseInt(formJSON.nbCols);  
 alert("Data generation with nbRows="+formJSON.nbRows+" nbCols="+formJSON.nbCols);  
 onSubmitGenAction(formJSON);  
}

In the parent component (App.js), bind the function updateGenConfigAndGenerate to the ControlBar with the component property:

<div id="control-bar-container">

<ControlBar genConfig={genConfig} onSubmitGenAction={updateGenConfigAndGenerate}/>

</div>

Now if you change the value of nbCols or nbRows in the UI, the size of the matrix will change. When the state updates, the child components render again with the updated data passed in the properties.

**Exercise3:** Add a property to ControlBar to send genConfig data to it.

In the ControlBar you can use the genConfig object as default value instead of a number. Then, you can display nbRows and nbCols to see that they are refreshed after clicking the button “Generate”:

<form onSubmit={handleOnSubmit}>  
 <label>  
 Nb rows  
 <input name="nbRows" type="number" defaultValue={genConfig.nbRows}/>  
 </label>  
  
 <label>  
 Nb columns  
 <input name="nbCols" type="number" defaultValue={genConfig.nbCols}/>  
 </label>  
 <button type="submit">Generate</button><br>

NbRows: {genConfigData.nbRows} NbCols: {genConfigData.nbCols}  
</form>

We can also send the genConfig data to Matrix data to display the number of rows and columns in the margin.

**Exercice3:** add a property in Matrix component to send genConfig data.

In Matrix.js, we can now add a margin at the left and the top of the svg to display the numbers of columns and rows:

import { getDefaultFontSize } from '../../utils/helper';

...

function Matrix({matrixData,genConfig}){

...

const margin={left:100,top:100}  
 const fontSize=getDefaultFontSize()  
 const marginLabelsToMatrix=5;

return(  
 <svg width="100%" height="100%" >  
 <g transform={"translate("+(margin.left-marginLabelsToMatrix)+","+(margin.top+fontSize)+")"}>  
 <text className="RowLabels" textAnchor="end">Nb rows=?</text>  
 </g>  
 <g transform={"translate("+(margin.left)+","+(margin.top-marginLabelsToMatrix)+")"}>  
 <text className="ColLabels">Nb cols=?</text>  
 </g>  
 <g transform={"translate("+margin.left+","+margin.top+")"}>  
 {renderMatrix()}  
 </g>  
 </svg>

)

}

**Exercice4:** use the genConfig property to replace ‘?’ by the nb of rows and columns in <text> elements.

You can observe that when App data updates the state, all the subcomponents (Matrix and ControlBar) are notified to render again.